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ABSTRACT
The phishing scams pose a serious threat to the ecosystem of
Ethereum which is one of the largest blockchains in the world.
Such a type of cyberattack recently has caused losses of millions
of dollars. In this paper, we propose a Self-supervised IncrEmental
deep Graph lEarning (SIEGE) model, for the phishing scam de-
tection problem on Ethereum. To overcome the data scalability
challenge, we propose splitting the original Ethereum transaction
data and constructing transaction graphs for each split. Confronted
with the minimal labeled data available, we resort to graph-based
self-supervised learning. We design a spatial pretext task to learn
high-quality node embeddings inside a single graph split, as well
as an incremental learning paradigm and a temporal pretext task
to facilitate information flow between different graph splits. To
evaluate the effectiveness of SIEGE, we gather a real-world dataset
consisting of six-month Ethereum transaction records. The results
demonstrate that our model consistently outperforms baseline ap-
proaches in both transductive and inductive settings.

CCS CONCEPTS
• Applied computing → Digital cash; • Computing methodolo-
gies → Artificial intelligence.
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1 INTRODUCTION
Ethereum [49], one of the most popular and scalable blockchains,
has reached $193 billion market cap so far. It unleashes the full
potential of smart contracts, which automatically manage and ap-
prove transactions without a centralized entity, and thus attracts a
lot of attention and resources via its various decentralized finance
(DeFi) applications atop smart contracts. Also, more and more peo-
ple are starting to believe that an open, trust-free blockchain like
Ethereum is better suited as a "back end" of web 3.0. And some
problems caused by centralized data storage, such as data leakage,
could be better solved with Ethereum.

However, the thriving of Ethereum also puts millions of its
users at risk of various malicious attacks [20], such as the phishing
scam [5, 8, 25, 47, 50, 51], Ponzi scheme [1, 9], and money launder-
ing [48]. Among these attack-related crimes, phishing scam is the
category involving the largest amount of money1. Compared to
traditional phishing scams via phishing emails, web services, and
malware, phishing scams in Ethereum are more difficult to detect.
This is because victims typically make transfers directly to mali-
cious wallet accounts on Ethereum. Therefore, existing security
analysis of software or smart contracts may not be sufficient to
detect phishing scams on Ethereum. We head to transactions for
opportunities to address the phishing scams faced by Ethereum.

Naturally, Ethereum transactions can be formulated into a large-
scale evolving graph. There are many successful cases showing that
deep graph learning technology can be applied to non-euclidean
data like graph [16, 17, 24, 35, 42, 45]. However, two challenges
prevent us from leveraging deep graph learning on phishing scam
detection on Ethereum, as follows,

• Data scalability. Currently, there have been more than 1.7
billion transactions on Ethereum, and new ones are being
added consistently. Thus the Ethereum transaction graph

1https://go.chainalysis.com/2021-Crypto-Crime-Report.html
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is extremely large and hard to analyze through the existing
deep graph learning methods.

• Label scarcity. Data labels are crucial for successful appli-
cations of deep learning methods. Existing phishing scam
labels (accounts) are mainly reported by different organi-
zations or individuals, and the number of labeled data is
minimal compared to the total number of accounts. Fur-
thermore, label scarcity will become more severe in those
recently-generated graph parts, creating an issue of temporal
labeling imbalance.

Previous works [5, 25, 50, 51] attempt to mitigate these chal-
lenges through a graph sampling mechanism, which increases the
proportion of the phishing scam nodes and reduces the size of
the transaction graph. However, it could also lead to serious data
distribution distortion and still suffers from the issue of temporal
labeling imbalance.

In recent years, self-supervised learning (SSL) has achieved suc-
cess in many areas, e.g., pre-trained languagemodels like BERT [12],
GPT series [3, 33, 36], etc.) or pre-training methods of visual models
(MoCo [18], SimCLR [6], etc.). SSL is particularly good at dealing
with learning problems that need to process (i) a large amount of
data with (ii) very few labels. In contrast to supervised learning,
SSL aims to obtain supervision signals from the data itself through
different pretext tasks, which can somehow alleviate the problem
of poor generalization due to overfitting, and weak robustness
faced with adversarial attacks [28]. For applying SSL in graphs, rich
structural information could be both inspiration and barrier for the
pretext tasks design [22].

Based on the observations above, we propose a Self-supervised
IncrEmental deep Graph lEarning model (SIEGE) for the phish-
ing scam detection problem. It consists of a graph self-supervised
learning module and a graph incremental learning module.

First, we design self-supervised learning pretext tasks in both
spatial and temporal perspectives to learn a more complete and
high-quality node representation. Our spatial pretext task aims to
ensure that the learned node embeddings can represent both the
initial attributes of nodes and the contexts in which the nodes are
located in the graph. For smart contracts, one of the most critical
components of Ethereum, we give them special consideration to
learn their different functionalities in Ethereum. In our temporal
pretext task, we consider the temporal variation of the node be-
haviors (user behaviors) and try to predict their future behaviors
with their current states and contexts located. High-quality node
embeddings learned from a temporal perspective also help us to
determine their probabilities to be phishing scam nodes.

Second, for the graph incremental learning module, instead of
handling the whole graph at once, SIEGE processes the graph to
ensure the size of the in-memory graph is acceptable. It splits the
transaction graph into pieces of suitable size (i.e., a set of Ethereum
transaction blocks) and incrementally consumes them one by one in
the temporal order to learn the node representation. With this way
of processing Ethereum transaction data sequentially, SIEGE could
adapt to the latest changes by continuously feeding new transaction
data.

To conclude, our contributions are as follows,

• We present SIEGE, a novel self-supervised learning model
for phishing scam detection in Ethereum. Experiments on
real-world transaction data demonstrate that SIEGE achieves
significantly higher performance (6% ~19% improvement in
F-1 score) compared to baseline models, in both transductive
and inductive settings.

• To address the challenge of huge data volume, the original
Ethereum transaction data is divided into smaller splits and
transaction graphs are constructed for each split. Then an
incremental learningmodule is proposed to learn these graph
splits sequentially.

• To overcome the label scarcity challenge, we propose a self-
supervised learning module that incorporates two pretext
tasks. These tasks enable graph neural networks (GNNs) to
effectively leverage spatial and temporal information from
the transaction graph splits. The learned graph neural net-
work model could generate high-quality node embeddings,
to be used in phishing scam detection finally.

2 RELATEDWORK
We mainly introduce two research directions related to this work:
(i) Ethereum phishing scam detection; (ii) deep graph learning. For
(i), we will show some background knowledge about the basics of
Ethereum and the Ethereum transaction graph. Then we describe
the methodology of existing works for phishing scam detection on
Ethereum. We will also compare the difference between Ethereum
and other blockchain platforms (especially Bitcoin). For (ii), we will
briefly introduce the development of GNN methods.

2.1 Ethereum Phishing Scam Detection
2.1.1 Ethereum basics. Inspired by Bitcoin [32], Ethereum [49]
aims to become a next-generation blockchain platform that sup-
ports both cryptocurrency and decentralized applications (DApps).
The key is the designed smart contracts on Ethereum, which can
be easily deployed in a transaction and execute preset functions
when called by another account. It provides convenience for users
because it allows for trusted transactions between users without a
third party. Specifically, in Ethereum, two types of accounts existed:
external accounts controlled by users and contract accounts with
code stored together. We can get a transaction graph if we abstract
the account as a node and the transaction as an edge.

The approach in [7] firstly makes a systematic investigation of
Ethereum via graph analysis. This work studies the characteris-
tics (degree distribution, clustering coefficients, etc.) of transaction
graphs on Ethereum and proposes a rule-based anomaly detection
method. Specifically, it aims to detect accounts that have created
massive abnormal smart contracts and consumed a lot of resources.
And the proposed method mainly leverages expert knowledge to
choose some thresholds for account behavior features and detect
anomalies according to predefined rules. This method is simple
and useful. The results provide some insights into the behavior
pattern of accounts in Ethereum. However, it could only detect
some relatively simple abnormal behaviors and requires extensive
tuning efforts. For phishing scams with complex behavior patterns,
it is difficult to apply in practice.
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When comparing Ethereum and Bitcoin, it should be noted that
there is no concept of "accounts" or "balance" for Bitcoin. The basic
block of Bitcoin is the unspent transaction output (UTXO), and
the transaction in Bitcoin can have multiple outputs and inputs,
while the transaction in Ethereum is 1-on-1. This is part of the
reason why we studied the Ethereum transaction graph. Although
it is not feasible to use SIEGE directly for Bitcoin phishing scam
detection, we describe two possible solutions here, which may
be our future research directions. First, if we change our goal to
phishing scam transaction detection, some works like [48] build
the Bitcoin transaction graph with the transaction as a node and
the Bitcoin flow as an edge, then our model will become applicable.
Second, works like [14, 30, 31, 38] employ address clustering and
de-anonymization techniques to transform the Bitcoin transaction
graph into a user graph, similar to the Ethereum transaction graph.
Our model can also work with such a user graph.

2.1.2 Phishing scams in Ethereum. The thriving Ethereum market
has also bred a lot of criminal activities like phishing scam [5, 8, 20,
25, 50], Ponzi scheme [1, 9], ransomware [10], etc. There are two
main categories of existing methods for the phishing scam detection
problem on Ethereum. The former mainly employ shallow models
such as (i) traditional machine learning methods with dedicated
feature engineering [8], and (ii) some random-walk-based network
embedding methods [50], such as DeepWalk [35], Node2Vec [16],
etc. The latter applies some deep graph models like the graph con-
volutional network [24] (GCN) based methods. These methods
show pretty good performance in their data collected. However,
two problems limit the practical application of these methods. (i)
Most existing methods are transductive, making predictions in
a single fixed graph. Therefore, they do not naturally generalize
to unseen nodes or sub-graphs, and for a high-throughput active
blockchain platform like Ethereum, an inductive method to process
fast-evolving in-coming transaction data is in need. (ii) A biased
sampling process is employed in graph data generation. To alle-
viate the label scarcity problem and scalability problem, existing
methods [5, 25] generate the graph data by sampling nodes and
edges related to labeled positive data. For example, these works
make a 2-hop BFS search with labeled phishing scam nodes as the
start and then choose the largest weakly connected component as
training graph data, which will result in different node distributions
between the sampled graph and the original graph. Hence, this pa-
per proposes SIEGE to learn useful node representations from the
original unsampled transaction graph. It is also inductive and can
be used for phishing node detection in an entirely new transaction
graph.

Another issue is how these phishing scam detection results could
be actually employed in real-world scenarios to prevent more phish-
ing scams. We explain it from two aspects: (1) After phishing scam
accounts are detected, the cryptocurrencies involved in crimes could
be confiscated by the government or other orderly organizations;
(2) Since Ethereum transaction records are public, users can see all
the transaction records. Although the phishing scam accounts are
able to transfer their cryptocurrencies out, we could send alerts to
corresponding users or release all phishing scam information on
a website. In this way, we could also leverage the phishing scam
detection results.

2.2 Deep Graph Learning
Deep learning has been a great success in computer vision, speech
recognition, and natural language processing due to its powerful
representation learning capability. Recently, increasing attention
has been paid to how to apply deep learning for non-euclidean
data like graphs, i.e., graph neural networks, which is widely used
in various tasks, such as social network [13], protein interface
prediction [15], knowledge graph embedding [46], etc. Graph neural
networks are rapidly improving and could be mainly divided into
spectral and spatial methods. Spectral methods [4, 24] are based on
the spectral representation of a graph. And spatial methods [17, 44]
are based on the information aggregation and transformation from
local neighborhood nodes.

Most GNNs could incorporate the information from node at-
tributes and graph topology. Then the node embedding generated
can be used for downstream tasks such as node classification, link
prediction, graph classification (an extra readout module in need),
etc.

In addition, it should be clarified that existing dynamic graph
neural networks like [11, 34] cannot be employed in this prob-
lem. The key to these models is to learn the temporal relationships
in a graph series by a temporal encoder (like LSTM [19]). How-
ever, these models are trained in a sequential approach due to the
usage of an RNN-like structure. This will result in all trainable
parameters in each time step needing to be saved until the end of
back-propagation. This is unacceptable due to the huge data volume
in this problem. Besides, most of them are supervised methods and
are not suitable when the label scarcity problem is severe.

3 METHODOLOGY
In this section, we first briefly describe the Ethereum transaction
graph data and formalize our problem. Then, we explain how the
self-supervised learning module works, divided into two parts: spa-
tial pretext task and temporal pretext task. In the last, we introduce
our graph incremental learning module and make a summary of
SIEGE.

3.1 Data Description
In Ethereum, all activities are completed in the form of transactions.
The two parties involved in a transaction are called accounts. There
are mainly two kinds of accounts in Ethereum: (i) externally owned
accounts (EOA) and (ii) smart contracts. Their main difference is
that smart contracts usually contain executable codes deployed
by users for certain purposes [7]. Then, the Ethereum transaction
can be easily formulated into a transaction graph, whose nodes are
accounts and edges denote transactions.

The transaction graph is extremely large due to the huge user
number and active Ethereum transactions. We are not able to di-
rectly apply graph learning algorithms on the entire transaction
graph to perform intelligent detection from the perspective of com-
putational overhead. It is also why we need an efficient training
method to handle the large graph. The proposed method, detailed
later, will split the graph in temporal order and utilizes an incre-
mental graph learning strategy.
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Figure 1: The overall workflow of SIEGE, where blue dash
lines stand for the spatial pretext task, and red ones stand
for the temporal pretext task. For GNN models from GNN1
to GNN𝑁 in the pre-training stage, the parameters of the
previous encoder will be used to initialize the next one. The
downstream task denotes the phishing scam nodes classifi-
cation task.

For the phishing scam detection task, in such an Ethereum trans-
action graph, the data labels available are almost negligible com-
pared to the total data volume, as mentioned in Section 1. This is
why we look to SSL technologies for inspiration in the design of
SIEGE.

3.2 Problem Formulation
We first divide the original graph data G into 𝑁 splits {G1,G2, · · · ,
G𝑁 } in the order of block number (same as the temporal order).
For graph split 𝑖 , G𝑖 = (V𝑖 , E𝑖 ,𝑿𝑖 ), where V𝑖 = {𝑣1, 𝑣2, · · · , 𝑣𝑁𝑖

} is
the set of 𝑁𝑖 nodes, E𝑖 stands for the edge set and 𝑿𝑖 ∈ R |V𝑖 |×𝑑

is the node feature matrix. Moreover, we use 𝑨𝑖 as the adjacency
matrix of graph split 𝑖 , where𝑨𝑖,𝑚,𝑛 = 1 if there is an edge between
node 𝑣𝑖,𝑚 and 𝑣𝑖,𝑛 else 𝑨𝑖,𝑚,𝑛 = 0. To conclude, each graph split is
a directed graph with node attributes.

In our self-supervised learning module, the encoder GNN 𝑔𝑖 ,
could incorporate both the information of graph topology 𝑨𝑖 and
node attributes 𝑿𝑖 , then get the node embeddings 𝒁𝑖 . Our objective
is to minimize the pretext tasks designed and get the final optimized
GNN encoder 𝑔final. Then we freeze the parameters of 𝑔final and
employ 𝑔final in the test graph data to obtain a representation of
the nodes used for the downstream classification task, as illustrated
in Figure 1.

3.3 Self-supervised Learning Module
The core of SSL is obtaining the supervision signal and learning
from the data itself. And the pretext task design determines the
direction and objective of SSL, which is the most important part
of an SSL framework. The design of pretext tasks is mainly devel-
oped from two aspects: generative and contrastive methods [29].
For a graph split aforementioned, a general pretext task could be

vi,m

Regression 
loss function

g
zi,m

fspatial
xi,m

Figure 2: An overview of the spatial pretext task in SIEGE,
where 𝑔 is the GNN encoder, and 𝑓spatial is a linear layer.
For the masked node 𝑣𝑖,𝑚 , 𝒙𝑖,𝑚 and 𝒛𝑖,𝑚 denote the initial
attributes and the node embedding through 𝑔, respectively.

formulated as follows,

min
𝑔

Lpretext (𝑨,𝑿 , 𝑔) =
∑︁

𝑣𝑖 ∈Vpretext

𝐷 (𝑔(G)𝑣𝑖 , 𝑦pretext𝑖 ) (1)

where 𝑔 is the GNN encoder (feature extractor), and the 𝑦pretext𝑖
stands for the ground truth of node 𝑣𝑖 acquired by the pretext task.
G is one of the graph splits. In addition, Vpretext is the node set
used in the pretext task, and the discriminatorD is used to measure
the relationship between the node embedding of 𝑣𝑖 and 𝑦pretext𝑖 .
It should be noted that our self-supervised model involves only
node-level pretext tasks. As for edge-, sub-graph- or graph-level
pretext tasks, we leave them for future work. After pre-training
with the pretext task, the parameters of GNN encoder 𝑔 will be
frozen to generate the node embeddings 𝒁 = {𝒛1, 𝒛2, · · · , 𝒛𝑁test } for
an input test graph Gtest, which will be fed into the final classifier
for the downstream task.

We call this case a transductive setting, i.e., Gtest and G are the
same. If they are different, we call the case an inductive setting.
Their main difference is that in an inductive scenario, the learned
GNN model will be employed in a new graph.

For the phishing scam detection problem in this paper, we con-
clude three prerequisites for a well-designed pretext task as follows,

(1) the extracted data labels should reflect the characteristics of
the data itself;

(2) it should be possible for users to obtain data labels with
relatively low time complexity. Otherwise, due to the huge
volume of Ethereum transaction data, the time cost could be
unacceptable;

(3) domain knowledge is an important and valuable inspiration
for pretext tasks. But it is also important to consider general-
ization issues and avoid overuse of domain knowledge when
designing pretext tasks, which is likely to overfit the model.

Then, we detail the design of our spatial and temporal pretext
tasks.

3.3.1 Spatial pretext task. For the nodes in the Ethereum trans-
action graph, we hope that the learned node embeddings could
incorporate both their initial attributes and contexts in the graph
(i.e., information on surrounding nodes and structures). To effi-
ciently capture this kind of spatial information, inspired by [21],
we design a spatial pretext task, which is illustrated in Figure 2.
First, for a certain graph split G𝑖 , we first mask some node initial
attributes in G𝑖 by setting the corresponding attributes to zero.
Then we calculate its node embedding 𝒁𝑖 = {𝒛𝑖,1, 𝒛𝑖,2, · · · , 𝒛𝑖,𝑁𝑖

}
through GNN model 𝑔. Finally, for a masked node 𝑣𝑖,𝑚 , we employ
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its learned node embedding 𝒛𝑖,𝑚 to predict its initial attributes 𝒙𝑖,𝑚 .
We formalize this procedure as below:

Lspatial (𝑨𝑖 ,𝑿𝑖 , 𝑔) =
1

|Vmasked
𝑖

|

∑︁
𝑣𝑖,𝑚∈Vmasked

𝑖

∥𝒛𝑖,𝑚 − 𝑓spatial (𝒙𝑖,𝑚)∥2 (2)

, whereVmasked
𝑖

denotes the masked node set in G𝑖 . 𝑓spatial is the
linear transformation layer. 𝒛𝑖,𝑚 and 𝒙𝑖,𝑚 are the node embedding
and the initial attributes of 𝑣𝑖,𝑚 , respectively.

As reported in Section 1, in addition to the basic transfer func-
tionality, smart contracts can be deployed with some executable
codes for different purposes, which is the core characteristic of
Ethereum. Various applications of smart contracts, such as issuing
tokens, auctions, lotteries, gambling, games, etc., have been com-
mon on Ethereum. Moreover, some phishing scam nodes are also
smart contracts. Therefore, it is important and helpful to leverage
the information from smart contracts to detect those phishing scam
nodes. To capture different functionalities of smart contract nodes,
we design another additional spatial pretext task to predict their
functionalities.

Specifically in the graph split G𝑖 , for smart contract node set
V𝑠𝑐
𝑖

and their initial attributes 𝑿𝑠𝑐
𝑖
, we first perform clustering on

these smart contract nodes and obtain cluster index 𝐶𝑚 for each
node 𝑣𝑠𝑐

𝑖,𝑚
. Then we predict 𝐶𝑚 with its node embedding 𝒛𝑠𝑐

𝑚,𝑖
. The

procedure is formulated as

Lsc
spatial (𝑨𝑖 ,𝑿𝑖 , 𝑔) =

1
|V𝑠𝑐

𝑖
|

∑︁
𝑣𝑠𝑐
𝑖,𝑚

∈V𝑠𝑐
𝑖

𝑙 (𝑓 scspatial (𝒛
𝑠𝑐
𝑖,𝑚),𝐶𝑚) (3)

, where 𝑓 scspatial is a linear layer and 𝑙 is the cross-entropy loss func-
tion.

It should be noted that most smart contracts on Ethereum could
be grouped into several categories from the perspective of deploy-
ment purpose [40], such as finance, game, wallet, social, etc. There-
fore this step would not introduce much noise.

3.3.2 Temporal pretext task. The design of our temporal pretext
task is mainly motivated by two insights:

(1) In our spatial pretext task, for a node in the Ethereum trans-
action graph, we have considered its initial attributes and
context information from the graph. On top of that, to detect
phishing scam nodes, how the behavior of this node evolves
in the time dimension could also be important and valuable.

(2) As mentioned before, the whole Ethereum transaction graph
is too large and growing rapidly, we are not able to train it
with GNN at once. As a solution, we split the whole graph in
temporal order to reduce the memory cost. However, such a
division breaks the overall graph structure and is likely to
cause information loss.

Therefore, we hope to design a temporal pretext task that could
simultaneously (i) learn the temporal variation of node behaviors
and (ii) reduce the information loss caused by the graph division.

Specifically, for two adjacent graph splits G𝑖 and G𝑖+1, since each
graph split contains a large amount of transaction data, there must
be a certain percentage of nodes which appear in both graph splits.
This set of nodes forms a bridge between the two adjacent graph
splits. We use this overlap node set V𝑖,𝑜 = V𝑖 ∩V𝑖+1 to model the

x̂i+1,n xi+1,n

zi,m

vi+1,nvi,m

g

ftemporal

Regression 
loss function

with the same 
account address

Figure 3: An overview of the temporal pretext task in SIEGE,
where 𝑔 is the GNN encoder, and 𝑓temporal is a linear layer.
Two nodes 𝑣𝑖,𝑚 ∈ V𝑖 and 𝑣𝑖+1,𝑛 ∈ V𝑖+1 have the same account
address in the Ethereum. 𝒙̂𝑖+1,𝑛 denotes the predicted node
attributes of 𝑣𝑖+1,𝑛 , and 𝒛𝑖,𝑚 is the node embedding of 𝑣𝑖,𝑚
through 𝑔.

relationship between the two graph splits in our temporal pretext
task.

As shown in Figure 3, for two nodes 𝑣𝑖,𝑚, 𝑣𝑖+1,𝑛 ∈ V𝑖,𝑜 (𝑣𝑖,𝑚 ∈ V𝑖

and 𝑣𝑖+1,𝑛 ∈ V𝑖+1) with the same account address in Ethereum, we
try to make the following two vectors similar:

(1) for node 𝑣𝑖,𝑚 , the prediction of the future node attributes
𝒙̂𝑖+1,𝑛 , which is calculated from its learned node embedding
𝒛𝑖,𝑚 ;

(2) for node 𝑣𝑖+1,𝑛 in the future, its node attributes 𝒙𝑖+1,𝑛 .
Formally, we minimize Ltemporal as follows,

Ltemporal (𝑨𝑖 ,𝑿𝑖 ,𝑨𝑖+1,𝑿𝑖+1, 𝑔) =
1

|V𝑖,𝑜 |
∑︁

𝑣𝑖,𝑚,𝑣𝑖+1,𝑛∈V𝑖,𝑜

∥ 𝑓temporal (𝒛𝑖,𝑚) − 𝒙𝑖+1,𝑛 ∥2 (4)

3.4 Graph Incremental Learning Module
Due to the huge and rapidly increasing data volume of Ethereum
transactions, it is not practical to feed all transaction data into the
model at once. It is why we utilize an incremental training method
by feeding only partial training data at a time, which alleviates the
data scalability problem.

Specifically in this module, for 𝑣𝑖,𝑚 ∈ V𝑖 and 𝑣𝑖−1,𝑛 ∈ V𝑖−1, if
𝑣𝑖−1,𝑛 has the same account address with 𝑣𝑖,𝑚 in the Ethereum, we
will concatenate its node embedding 𝒛𝑖−1,𝑛 with 𝒙𝑖,𝑚 as the updated
initial node attribute of 𝑣𝑖,𝑚 . Such a concatenation operation could
be seen as a “connection” between adjacent graph splits, to make
nodes in G𝑖 aware of their state in G𝑖−1. The reason for choos-
ing node embedding 𝒛𝑖−1,𝑛 but not raw attributes 𝒙𝑖−1,𝑛 of 𝑣𝑖−1,𝑛
is because the node embedding could contain information from
its neighborhood (through GNN forward propagation), therefore
provide larger receptive-field also more information to the node
𝑣𝑖,𝑚 .

As for GNN encoders, we employ learned 𝑔𝑖−1 to initialize 𝑔𝑖 .
In the following, we will briefly conclude SIEGE in several steps

with both the self-supervised learning module and the graph incre-
mental learning module.
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Table 1: Initial node attributes generation process. For each
node on the graph, we mainly consider three aspects of in-
formation: (1) graph structure, (2) transaction amount, and
(3) transaction time. In/out transactions means transactions
to/from the target nodes, respectively.

Type Initial attributes

graph structure in/out degree; number of in/out transactions;

transaction amount sum/average of all/in/out transactions amount;

transaction time
span/frequency of all/in/out transactions;
mean/min/max/std/median of
all/in/out transaction intervals;

others is smart contract or not;
repeated transaction ratio of in/out transactions;

Table 2: Data statistics for the 5 graph splits. "Overlap" refers
to the ratio of nodes in the current split which also appear
in the next split. It will be used in the temporal pretext task.

Split #Nodes #Edges Overlap #Phish

1 5,553,012 12,327,037 0.312 325
2 4,481,616 8,315,943 0.268 418
3 5,314,362 10,523,392 0.304 524
4 5,316,322 12,513,016 0.371 587
5 4,442,089 8,763,528 - 477

(1) For G = {G1,G2, · · · ,G𝑁 }, with each G𝑖 = (𝑨𝑖 ,𝑿𝑖 ).
(2) In a graph split G𝑖 . Update 𝑿𝑖 with 𝒁𝑖−1 and initialize 𝑔𝑖

with 𝑔𝑖−1.
(3) Obtain node embeddings 𝒁𝑖 = 𝑔𝑖 (𝑨𝑖 ,𝑿𝑖 ) through the GNN

encoder 𝑔𝑖 .
(4) With node embeddings 𝒁𝑖 and GNN encoder 𝑔𝑖 , minimize

loss Lspatial in Equation (2), loss Lsc
spatial in Equation (3) and

loss Ltemporal in Equation (4).
(5) Obtain the final GNN encoder 𝑔final.
It should be noted that in step (4), the spatial loss and the tempo-

ral loss are jointly optimized. And the parameters of the final GNN
encoder 𝑔final will then be frozen to be used as a feature extractor
in the downstream phishing scam classification task.

4 EXPERIMENTS
In this section, we evaluate the effectiveness of SIEGE on Ethereum
transaction data. Firstly, we introduce our experimental setup. Sec-
ondly, we present our main experimental results with discussion
and analysis, including both transductive and inductive settings.
And we also conduct ablation experiments to investigate the ef-
fectiveness and necessity of each module. Then, we compare our
approach with some anomaly detection methods. Finally, we make
a visualization for the learned node embeddings and initial node
attributes.

4.1 Setup
4.1.1 Data collection and pre-processing. We collect transactions
on Ethereum that took place from January 2018 to July 2018, which

is because the labeled phishing scam samples during this period
are relatively more than others. To make experiments more clear,
we detail our data preparation steps as follows:

(1) There are two kinds of transactions on Ethereum: (i) exter-
nal transactions launched by user accounts and (ii) internal
transactions launched by smart contract accounts. Since both
(i) and (ii) have significant impacts on the transaction graph,
we include both of them in our dataset.

(2) We then filter out those unsuccessful and zero-value money
transfer transactions, which are meaningless for this task.
And we get 224,377,964 transactions in total.

(3) According to block number (equivalently, timestamp), we
divided the collected transaction data into 5 splits.

(4) As no available node attributes could be found in the orig-
inal data for each transaction data split, we calculate the
initial node attributes from several important aspects: graph
structure, transaction amount, and transaction time. Then
we get a directed graph with node attributes, transformed
from each data split.

(5) Finally, for each graph split, we remove isolated nodes of
them. Then we obtain the 5 graph splits used in our experi-
ments.

For the node initial attributes generation process in step (4) above,
we list them in Table 1. More detailed statistics of graph splits are
shown in Table 2.

For phishing scam samples used for evaluation, we collect la-
bels from the Ethereum browser1 and some blacklists released by
companies2. In all, we obtained 6588 unique Ethereum account IDs
related to phishing scams.

4.1.2 Hyperparameter settings and baseline models. For the trans-
ductive setting, we train and evaluate our method in the same graph
split. For the inductive setting, we train our model in G𝑖 and eval-
uate it in G𝑖+1 (without any training in G𝑖+1). In each graph split,
we randomly sample some nodes without phishing scam labels as
normal nodes. In each graph split, we set the number of normal
node labels to be three times that of phishing scam nodes. Then
we conduct evaluation on these nodes with labels, train/val/test
sets are randomly split with the ratio of 50%/20%/30%. It should be
noted that we chose a relatively large test set ratio due to the small
number of labels.

We choose a 2-layer GraphSage [17] with mean-pooling aggre-
gator as the backbone GNN, which is inductive and contains a
neighborhood sampling mechanism which could help to improve
memory and computational efficiency. We employ logistic regres-
sion as our binary classifier.

In the transductive setting, we compared SIEGE with several
baseline models as follows,

• Raw features described in the Table 1;
• DeepWalk algorithm [35], an unsupervised graph embedding
algorithm without consideration of node attributes. It aims
to make embeddings of nodes similar when these nodes have
similar topological positions on the graph;

1https://etherscan.io/
2https://github.com/CryptoScamDB/blacklist
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Table 3: Prediction results in the transductive setting in terms of precision (P), recall (R), F1 score (F-1) and AUC. The results
are averaged over 5 runs in all graph splits (with the standard deviation values). "no-incremental" means that we do not use
incremental training.

Method P R F-1 AUC

Raw features 0.553 ± 0.03 0.504 ± 0.03 0.527 ± 0.04 0.684 ± 0.04
DeepWalk [35] 0.443 ± 0.02 0.688 ± 0.01 0.539 ± 0.03 0.701 ± 0.02
DeepWalk+features 0.494 ± 0.02 0.656 ± 0.02 0.564 ± 0.02 0.717 ± 0.01

GraphSage [17] 0.563 ± 0.01 0.752 ± 0.02 0.644 ± 0.03 0.779 ± 0.02
DGI [45] 0.580 ± 0.02 0.752 ± 0.04 0.655 ± 0.01 0.786 ± 0.02

SIEGE 0.640 ± 0.02 0.824 ± 0.01 0.720 ± 0.01 0.835 ± 0.01
SIEGE-no-incremental 0.624 ± 0.02 0.808 ± 0.01 0.704 ± 0.01 0.823 ± 0.01

Table 4: Prediction results in the inductive setting in terms of precision (P), recall (R), F1 score (F-1) and AUC. Since we evaluate
the model in the next split (with respect to the training split), we run our experiments in the first 4 graph splits. The results are
averaged over 4 runs in different graph splits (with the standard deviation values). "no-incremental" means that we do not use
incremental training.

Method P R F-1 AUC

GraphSage [17] 0.537 ± 0.00 0.760 ± 0.01 0.629 ± 0.01 0.771 ± 0.02
DGI [45] 0.536 ± 0.02 0.784 ± 0.02 0.636 ± 0.02 0.779 ± 0.03

SIEGE 0.610 ± 0.01 0.824 ± 0.00 0.701 ± 0.01 0.825 ± 0.01
SIEGE-no-incremental 0.614 ± 0.01 0.800 ± 0.01 0.694 ± 0.02 0.816 ± 0.01

• The combination of DeepWalk node embeddings and raw
features;

• GraphSage, trained with the contrastive pretext task de-
scribed in [17];

• DGI [45], a self-supervised method through maximizing the
mutual information between local patch representations and
high-level graph representation.

For the inductive setting evaluated in an entirely new graph, the
node embeddings generated by DeepWalk will become rotated with
respect to the original embedding space, as pointed out in [17], so
we do not use DeepWalk baselines in this setting.

The Adam [23] is used as our optimizer. We search the learning
rate from {0.01, 0.001, 0.0001}. We set the dropout ratio to 0.5. The
hidden size is searched from {32, 64, 128, 256}. The weight decay
rate is set to 5𝑒−4. The mask ratio in the spatial pretext task is
set to 0.15. The clustering algorithm for smart contract nodes in
Section 3.3 is K-means and K is searched from {5, 6, 7, 8, 9, 10}. For
mini-batch training, the batch size is set to 512. For GraphSage,
we use mean-pooling as the aggregator. For DGI, following [45],
we set the two-layer GCN and three-layer GraphSage-GCN as the
encoders in transductive and inductive settings, respectively.

4.1.3 Evaluation metrics. After we get the final node embeddings,
the phishing scam detection problem becomes a binary classifica-
tion problem. In our experiments, we use four metrics to evaluate
the model performance: (i) Precision, which indicates the percent-
age of actual phishing scam nodes among the nodes we detected.
(ii) Recall, which denotes the proportion of our detected phishing
scam nodes among all phishing scam nodes. (iii) F-1 score. It con-
siders both the precision and recall scores. (iv)AUC, the area under
the ROC curve, is typically used in binary classification tasks.

4.1.4 Hardware of running experiments. We run our experiments
in a single machine with 4 GPUs of TITAN Xp (12GB of RAM). OS
version: Ubuntu 16.04.4 LTS, and CUDA version: 11.0.

4.2 Results
Our results for transductive and inductive settings are shown in
Table 3 and Table 4. Due to the imbalanced data, we should pay
more attention to the F-1 score and AUC score. As shown in Table
3 and Table 4, SIEGE outperforms baselines by a significant margin.
For the transductive setting, SIEGE exceeds baselines by about
6% ~19% in the F-1 score and about 5% ~15% in the AUC score,
which strongly demonstrates the effectiveness of our model. The
comparison with GraphSage and DGI, where contrastive pretext
tasks are used, demonstrates the superiority of our spatial and
temporal pretext tasks.

We also tried to remove the incremental learning module from
SIEGE. The comparison with the original model shows that the
incremental learning method is also helpful for the detection of
phishing scam nodes. And SIEGE without incremental training also
outperforms baselines, which demonstrates the effectiveness of our
SSL modules.

For the inductive setting, both SIEGE and baselines have a slight
performance drop, probably due to a slight deviation in the data
distribution for evaluation. We could also find that the SIEGE out-
performs baselines by more than 6% in the F-1 score and more than
4% in the AUC score, further demonstrating the effectiveness of our
model when applied in inductive scenarios.
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Table 5: Ablation study of SIEGE in the transductive setting
in terms of precision (P), recall (R), F1 score (F-1) and AUC.
"no-temporal" means that we do not use the temporal pretext
task, the same for "no-spatial".

Method P R F-1 AUC

SIEGE 0.640 0.824 0.720 0.835
SIEGE-no-spatial 0.530 0.568 0.548 0.700
SIEGE-no-temporal 0.620 0.640 0.630 0.755

Table 6: Comparison of SIEGE and anomaly detection base-
lines in the transductive setting in terms of precision (P),
recall (R), F1 score (F-1) and AUC.

Method P R F-1 AUC

KNN [37] 0.495 0.784 0.607 0.759
PCA [41] 0.425 0.632 0.508 0.674
LOF [2] 0.388 0.584 0.467 0.640
One-class SVM [39] 0.412 0.632 0.498 0.666
Isolation Forest [27] 0.476 0.712 0.571 0.726
AutoEncoder 0.422 0.624 0.503 0.670
ECOD [26] 0.495 0.800 0.612 0.765

SIEGE 0.640 0.824 0.720 0.835

4.3 Ablation Study
We performed an ablation study for the SSL module of SIEGE. As
shown in Table 5, it could be found that both the spatial pretext
task and temporal pretext task are important for SIEGE. Specifically,
comparing the temporal pretext task (about 9% F-1 score drop after
removal) and the spatial pretext task (about 17% F-1 score drop after
removal), we find that the spatial pretext task could be relatively
more important, which indicates that maybe the spatial relationship
has a larger impact on the phishing scam detection problem.

4.4 Results with Anomaly Detection Baselines
Since the phishing scam detection task could also be understood
as an anomaly detection task, which aims to detect phishing scam
nodes as outliers.

Therefore in this section, we further compared SIEGEwith anom-
aly detection baselines, including both classic anomaly detection
methods like KNN [37], PCA [41], LOF [2], One-class SVM [39], Iso-
lation Forest [27], AutoEncoder, and also recently proposed models
like ECOD [26]. For these baselines, we employ anomaly detection
library [52] as the implementation. Other experimental settings are
kept the same with Section 4.1.

As shown in Table 6, SIEGE could outperform anomaly detection
baselines by more than 10% in the F-1 score and more than 7% in
the AUC score. And among these anomaly detection methods, the
performance of ECOD is the best. These results further demonstrate
the superiority and effectiveness of SIEGE.

4.5 Visualization
In this section, we choose the first two Ethereum transaction graph
splits in Table 2 to make a feature visualization analysis, to help
further understand the quality of the node embeddings learned by

Figure 4: Features visualization of the first two Ethereum
transaction graph splits by t-SNE [43]. Left: node initial at-
tributes;Middle left: learned node embeddings by SIEGE at
1st epoch; Middle right: learned node embeddings by SIEGE
at 5th epoch; Right: learned node embeddings by SIEGE at
50th epoch. Red points stand for phishing scam nodes and
blue points are normal nodes. To make the figure clear, we
limit the number of points to about 400 and the ratio of nor-
mal nodes to phishing nodes is about 3:1.

SIEGE. For both the two graph splits, we visualize their initial node
attributes and their learned node embeddings by SIEGE at different
epochs. We use t-SNE [43] as the visualization algorithm. As shown
in Figure 4, for the visualization of initial node attributes (left),
phishing/normal nodes are difficult to distinguish. After training by
SIEGEwith several epochs (middle left andmiddle right), the learned
embeddings of phishing nodes and normal nodes start to aggregate.
When the training of SIEGE is close to convergence (right), we can
separate the aggregated phishing nodes and normal nodes more
easily. The visualization results in this section illustrate the training
process and the high quality of the learned node representations
by SIEGE.

5 CONCLUSION
This paper aims to detect phishing scams on Ethereum. We pro-
pose SIEGE - a self-supervised deep graph learning method with
an incremental training mechanism to address the label scarcity
and the data scalability challenges. In our self-supervised learning
module, two pretext tasks are used to extract spatial and tempo-
ral information in the Ethereum transaction graph. Our extensive
experimental results on a large-scale Ethereum transaction graph
dataset have shown the superiority of our method compared to
baseline models. The ablation study also shows the effectiveness of
the self-supervised learning module and the incremental training
mechanism. SIEGE could be useful in reality for phishing scam
detection to reduce financial losses and lower risks, to maintain a
healthier environment for Ethereum.
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